
CHAPTER 5

Summary and conclusions

Restatement of the problem

An information processing model based on cognitive skills provided the

framework within which student achievement in traditional procedural

programming was compared with student achievement in object-oriented

programming. Bloom (1976) modelled a theory of school learning which

proposes that three interdependent variables: cognitive entry characteristics,

affective entry characteristics, and quality of instruction, account for the greatest

degree of variance in achievement in student learning.

Cognitive entry behaviours are the knowledge, skills, and competencies which

are essential prerequisites to the learning to be undertaken. It is estimated that

cognitive entry behaviour may account for one half of the variance in cognitive

educational achievement (Bloom 1976, 31).

In seeking diagnostic information about cognitive entry behaviours, this study

accepted Letteri's assertion that cognitive controls are skills (analytic, spatial,

discrimination, categorisation, memory, sequential processing, simultaneous

processing) which students use to control the operations of their information

processing systems (Letteri 1988, 33). An appropriate instrument to measure

these cognitive skills was constructed by Keefe, Monk, Letteri, Languis, and

Dunn (1989).
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An analysis of the context of senior secondary school programming in

conjunction with an appraisal of the literature review suggests that object-

oriented programming may have practical and pedagogical benefits for students.

In an attempt to answer some of the questions about an introduction of object-

oriented programming into the curriculum, this study makes a comparison of

procedural programming achievement and object-oriented programming

achievement in relation to cognitive skills. The potential of object-oriented

programming to inherit user interfaces formed the contextural justification for

also considering the possibility that the addition of sophisticated user interfaces

would enthuse students and provide more stimulating and exciting

developmental work.

The research question may be broadly stated as: How do Year twelve students'

achievement in procedural programming and achievement in object-oriented

programming compare in relation to cognitive skills? A consequential subsidiary

question is whether the addition of a sophisticated user interface to students'

programming projects improves students' attitudes towards programming.

The general research question, in the context of the literature review, provided

the skeleton for a set of hypotheses:

Student achievement in adding a sophisticated user interface within a

familiar procedural programming environment will be significantly greater

than student achievement in adding a sophisticated user interface within a

relatively unfamiliar object-oriented environment.

A significant positive relationship exists between each of the cognitive skill

subscales of the Learning Style Profile, and students' achievement within

each of the programming environments.
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Whether a sophisticated user interface is added to students' programming

applications within a procedural environment or within an object-oriented

environment will have no significant effect upon students' attitude

towards programming.

The addition of a sophisticated user interface to students' programming

applications will improve students' attitude towards programming.

Summary description of procedures

The study was conducted over a four week period in July 1995. The students

involved in the study comprised all forty-eight Year twelve students studying the

subject 'Information Processing and Technology' (IPT) in a rural high school.

One randomly assigned group of twenty-four students received instruction and

laboratory experience on software development of a 'School Athletics Records'

problem within a procedural programming environment supplemented with a

sophisticated user interface. The other randomly assigned group of twenty-four

students studied an identical problem but within an object-oriented programming

environment.

The study involved two independent variables, one independent variable being

the instructional treatment, procedural programming or object-oriented

programming. The instructional technique in both environments involved a

template approach in which students concentrate on the reading, modification,

and amplification of non-trivial, well designed working programs. Cognitive

skills, measured just prior to the study and transformed by factor analysis to a

two point ordinal value, was the second independent variable.
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There were two dependent variables. Student programming achievement was

measured in three areas of programming competence (knowledge of syntax,

program modification, and program composition) by student solution to a

'Property Rentals' problem. Student attitude to(wards) programming was

measured by a specially developed scale both pretest and posttest.

Major findings

The comparison of student programming achievement within a procedural

environment and an object-oriented environment indicated that there was no

significant difference in achievement even though object-oriented programming

was relatively new to the students.

It was expected that the object-oriented concepts of encapsulation and

inheritance would have been more demanding of students' knowledge of syntax,

program modification, and program composition. The statistical evidence within

this study suggests that student achievement is not affected by a shift from

procedural programming to object-oriented programming

Hypothesis 2 essentially compared the cognitive skill demands of object-oriented

programming with the cognitive skill demands of procedural programming with

respect to achievement. The achievement test assessed three programming

component skills contained within Shneiderman's syntactic and semantic model

of programming competence (Shneiderman, 1980, cited in Foreman 1988, 6).

Knowledge of syntax, the ability to design and generate codes (program

composition) and the ability to restructure a program by adding and changing

codes (program modification) formed the three programming component skills.

Statistical analysis revealed no significant interaction between cognitive skill

factors and instructional treatment. The differences in programming
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achievement of students with varying cognitive skills (low, high) are independent

of the programming environment (procedural programming, object-oriented

programming). In the absence of interaction, focus shifted to an analysis of the

main effects.

Cognitive skill factor B significantly accounted for syntax achievement within an

object-oriented programming environment (p = 0.04-) and within a procedural

programming environment (p = 0.04-). This finding was not unexpected because

a major cognitive component of factor B is memory. Knowledge of syntax,

within the context of students having already experienced an introductory

programming course and being provided with templates, is heavily reliant on

memory. A notable observation was that the contribution of factor B to

knowledge of syntax achievement within a prodedural environment (R 2 = 0.13)

was similar to that of an object-oriented environment (R 2 = 0.14).

An important finding was that there are significant relationships between

cognitive skill factor B and achievement in program modification (p = 0.00,

R 2 = 0.39) and program composition (p = 0.00, R 2 = 0.44) within an object-

oriented programming environment. The extent of this relationship is of a similar

magnitude to that conjectured by Bloom (1976, 31). Cognitive skill factor B is

composed of the Learning Style Profile cognitive variables simultaneous

processing, persistence, and memory. The interpretation of the significance may

be that the object-oriented concepts of encapsulation, the construct of

combining data, procedures, and functions together to form an object data type,

requires the simultaneous processing abilities of integrating elements into a

whole (Keefe 1988, 9).

Within a procedural programming environment, a significant relationship was

established between cognitive skill factor A and achievement in program

composition (p = 0.02, R 2 = 0.17). Cognitive skill factor A is composed of the

Learning Style Profile cognitive variables analytical, sequential processing,
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discrimination, spatial and categorisation skills. This finding is supported by

other studies.

A number of studies have explored the relationship between cognitive style,

generally restricted to analytical skill, and aggregrate programming achievement

(Fletcher, 1984; Webb, 1984, 1985; Bradley, 1985; Pommershein, 1986; Werth

1986; McCoy and Burton, 1987). These studies generally found a relationship

between analytical skill and programming achievement in a variety of courses

(LOGO, BASIC, PASCAL) which would have more relationship to procedural

programming than to object-oriented programming. Bishop-Clark (1992), in a

meta-analysis of similar studies, concluded that although there is not an

established causal link between analytical skill and achievement, the studies

clearly revealed that analytical skill is positively related to achievement in

computer programming classes.

Few studies have examined specific cognitive predictors with regard to

programming component skills (Linn 1985; Foreman 1988, 6). Foreman (1988)

used a set of programming achievement components which are similar to the

achievement components of this study and significantly related analytical skill to

all three components. This study found a similar relationship between cognitive

skill factor A and program composition but not with program syntax or program

modification. Werth (1986) also found a significant relationship between

analytical skill and procedural program composition only.

The absence of a relationship between cognitive skill factor A and program

syntax or program modification may be explained by the use of templates.

Learning the component skills of syntax and modification by use of a template

approach may not be as cognitively demanding as the method of learning used

within the Foreman study. Support for this explanation is provided by Bishop-

Clark (1992, 16) who believes that the use of structured support, as provided by

the templates, would help apply a structure to programming for analytically
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deficient students. Foreman was also investigating the acquisition of initial

computer programming competence as opposed to the students of this study

who have experienced an introductory programming course.

Foreman (1988), in accordance with this study, also found that spatial skill

within a procedural programming environment was related to program

modification but not to syntax or program composition. It is reasonable to

assume that spatial skill, a component of cognitive skill factor A, the ability to

transform one image into another, may be important in changing programs.

The relationships between programming achievement and cognitive

characteristics, apart from the above studies, has not been well researched. No

studies examine the relationship between cognitive skills and object-oriented

programming achievement.

The posttest attitude to(wards) programming data with pretest attitude data as

covariate and analysed in hypotheses 2 and 3, indicated that there was no

interaction between instructional treatment and cognitive skill factors. The main

effects of instructional treatment (procedural, object-oriented) and cognitive skill

factors (factor A, factor B) have no significant effect on attitude to(wards)

programming.

This study indicated that liking programming, programming difficulty, and

programming usefulness attitudes were not significantly affected by the

programming environment (procedural or object-oriented).
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Conclusions

The main focus of this study was a comparison of procedural programming

achievement with object-oriented programming achievement within an

information processing framework. The findings indicate that while there is no

significant difference in student achievement between each instructional

treatment, the cognitive demands of each programming environment do differ.

Object-oriented programming achievement in the areas of program modification

and program composition is significantly related to cognitive skill factor B.

Cognitive skill factor B is composed of learning style profile cognitive variables of

simultaneous processing, persistence, and memory (Keefe, Monk, Letteri,

Languis, Dunn 1989). It would appear that higher order achievement in object-

oriented programming requires students to have adequate levels of skill in

simultaneous processing, memory, and persistence.

Contemplation of the introduction of object-oriented programming into the

curriculum will require attention to student skill in being able to process

information simultaneously and to students being able to integrate elements into

a whole (Keefe 1988, 9) as is expected by the object-oriented feature of

encapsulation. Instructional strategies should also give attention to sensing an

overall pattern from the relationships among component parts (Keefe and Monk

1990, 5). Das, Manos, and Kanungo (1975) suggest that this cognitive skill is

amenable to change.

Memory skill, a significant factor of cognitive skill factor B, refers to the retaining

of distinct versus vague images in repeated tasks and to the detection and

remembering of subtle changes in information (Keefe and Monk 1990, 5).

Students with strong memory skills are able to recall accurate information when

required to do so. Success in school is closely related to skill in remembering

information accurately (Jenkins, Letteri and Rosenlund 1990, 47) and the
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prospect that memory skill is amenable to change suggests that curricular

experiences be designed to help deficit students improve their memory skills

(Santostefano 1985; Jenkins, Letteri and Rosenlund 1990, 47).

Despite the additional cognitive demands of object-oriented programming it

appears that students have no inherent difficulties in learning object-oriented

programming. That object-oriented programming is teachable to students is also

supported by Goldberg and Kay (1977), and Borne and Girardot (1991). This

study has suggested that students' attitude to(wards) programming is

independent of whether the programming environment is procedural or object-

oriented, that students will not feel that object-oriented programming is more

difficult than procedural programming.

The inexpensive packaging of object-oriented programming, object libraries and

procedural programming, combined with the commercial success of object-

oriented software development, presents strong questions about whether

students should begin experiencing object-oriented programming. Some of these

questions have been answered by this study. Assertions that object-oriented

programming is well suited for the development of user interfaces both within

and without an educational context (Cox 1986; Cunningham, Corbett, and Bonar

1987; Milet and Harvey 1989; Borne and Girardot 1991; Greenberg 1991;

Martin 1993) strengthens an argument proposing that students should

experience object-oriented programming.

A claim that the majority of Queensland schools support the algorithms and

programming topic within the Year 11 and 12 Information Processing and

Technology subject with procedural programming is supported by Clarke (1992,

4) and implied by King, Feltham and Nucifora (1994, 21). Within this context, a

sequence in which students experience procedural programming and then later

attach a sophisticated interface within an object-oriented programming

environment may be an acceptable transitional curriculum evolution.
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This intermeditiary position in which students study both procedural

programming and object-oriented programming has some support (Lawson

1985a, 541; Lawson 1985b, 542; McGrath 1988, 467-484). The support is on

the basis that two programming languages enhance the problem solving

approach and students' view of the use of computer systems for problem

solving.

Recommendations for further investigation

Van Merrienboer (1988, 185) believes that research on cognitive skills and

programming achievement has the potential to provide a model of relationships

between these two variables. The establishment of a model would permit the

design of instructional strategies and materials so that the match between

instruction and student cognitive styles is optimised. Such a model would allow

the improvement of student academic success because learning problems are

more frequently related to the type and level of the cognitive processes required

to learn the material rather than to the difficulty of the subject matter (Letteri

1988, 22). A model of the relationships between student cognitive skills and

programming achievement would also permit direct intervention in the learning

process to provide students with relevant cognitive skills training. An

understanding of the connections and interaction between cognitive skills and

programming achievement would be promoted by examining the following

inquiries:

The reliability indices of the instrument used to measure cognitive skills in

this study ranged from 0.5 to 0.7. While this level of reliability may be

tolerated it does affect the confidence of the findings based on these

measurements. Carmines and Zeller (1979) and Henerson et al. (1987)

both believe that reliabilities at least above 0.7 are desirable. A key focus
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of further research is thus the development of better instrumentation to

measure cognitive skills.

Cognitive skills are said to be a relatively stable indicator of how a learner

interacts with, and responds, to the learning environment (Claxton and

Ralston 1978; Smith 1982; Keefe, Monk, Letteri, Languis, and Dunn

1989). Establishing a model of relationships between cognitive skills and

programming achievement would very much depend upon the stability of a

learner's cognitive skills. What is the pattern of development of each of

the cognitive skills throughout a students' programming experiences?

Which cognitive skills are easily learned and which cognitive skills are less

malleable or alterable?

There is some support for improving student achievement by the matching

of instructional methods and strategies to the students' level of cognitive

skill (Keefe 1988, 6; Leino et al. 1989, 59). Research is needed to

illuminate the difference it makes if teaching methods are dissimilar to

student cognitive skills. Below what level of cognitive skill would students

gain no benefit from the matching of instruction and cognitive skills?

Jenkins, Letteri and Rosenlund (1990) believe that cognitive skills may be

enhanced by incorporating specific remediation strategies. This support

may be in the form of direct intervention by a 'cognitive resource teacher'

or in the form of augmentation by the class teacher within the classroom.

Further research is needed to determine the potential for remediation of

each of the cognitive skills for students of different ages and at different

levels of cognitive skill.
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Appendix A	 Specific algorithms and programming objectives

6.2 Algorithms and programming
(19wks with 14wks core and 5wks extension)
(S3 - Semester 3, S4 - Semester 4)

The aim of this topic is to develop software development expertise and
programming skills in students. This topic focuses on the design and
implementation of algorithms for the solution of practical problems.

A general problem solving algorithm has been defined by Polya:
Define the problem
Plan a solution
Implement the solution
Look back.

This can be expanded to the software development cycle which is used when
solving a problem using an algorithmic approach. The software development
cycle can be defined as:

Define the problem
Specify the solution
Design the algorithm
Implement the algorithm
Document the program
Test the program
Evaluate the solution.

In this topic students will learn to solve problems using an algorithmic approach
and will therefore need to study these processes.

Alpha criterion

the student should have a knowledge of:
S3	 the software development cycle
S3	 the importance of accurate problem definition and program specification
S3	 basic algorithm specification procedures
S3	 the nature and importance of algorithms
S3	 algorithm design procedures using pseudocode
S3	 basic algorithm elements
S3	 standard control structures such as sequence, selection, iteration and

modularity
S3	 common data structures such as simple variables and arrays
S3	 one or more algorithm description methodologies
S3	 the syntax and structure of the procedural language Turbo Pascal
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S3	 the importance of documentation both internal and external to the program
S4	 testing techniques
S4	 the user interface and its importance
S4	 the appropriate layout and content of user manuals
S4 data structures such as files and objects
S4 recursion

the student should be able to:
S3	 specify a solution to a problem
S3	 identify selection, iteration, modularity in a given algorithm
S3	 write algorithms which have meaningful identifiers
S3	 choose appropriate data structures for a given problem
S3	 make appropriate use of constants and variables
S3	 make input of data by the user easy and unambiguous
S3	 provide clear, concise, suitably formatted output
S3	 make appropriate use of selection constructs
S3	 make appropriate use of iteration
S3	 use a consistent system of indentation and use comments to ensure the

program is legible and easily maintained
S3	 run, compile to memory or disk and save a Pascal program
S3	 classify an error as syntactic, semantic or logical
S3	 systematically test and correct errors
S4 make use of data structures such as files and objects

Beta criterion

the student should be able to:
S3	 define a problem in appropriate language given a verbal or written

description
S3	 specify the solution to a problem
S3	 design and present an algorithm that solves a given problem
S3	 correctly trace through a given algorithm
S3	 choose appropriate data structures for a given problem
S3	 implement an algorithm in a given programming language (Turbo Pascal)
S3	 produce well structured, modular algorithms and programs
S4	 present programs appropriately, including internal documentation
S4	 write adequate explanatory documents to accompany programs
S4	 systematically test and correct errors
S4 provide an appropriate user interface to their programs
54 write programs that involves the use of procedures, functions and

objects
S4 use toolboxes to provide appropriate user interfaces
S4	 write operating instructions and other supporting documentation suitable

for use as manuals



105

Learning experiences

Students may gain a knowledge of the above concepts and processes in a
variety of ways. Students might:

observe, analyse and modify existing solutions to problems
develop partial solutions to problems (carry out a single step of the
software development cycle)
develop complete solutions to problems given varying amounts of
guidance.

Students should gain experience in solving problems in a variety of domains (for
example, numerical calculation, text manipulation, sorting, simple data storage,
graphics, sound). At least one exercise involving a complete software
development process from determination of user requirements through analysis,
design, implementation and testing against specification is essential.
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Appendix B	 Normal end of unit achievement test applied prior to the
study.

STANTHORPE STATE HIGH SCHOOL

IPT

Algorithmic Languages

Question 1	 (8a)

Make Pascal variable declarations for each of the following:
a) A variable, Surname which needs to be able to hold a person's surname of

up to 20 characters.	 (1)
b) A variable, Length which needs to be able to hold measurements, eg.

46.25m.	 (1)
c) A variable, Choice which needs to be able to hold single letters, eg. 'a' or

'S'
	

(1)
d) A variable, Completed which needs to be able to hold a value of true or

false	 (1)
e) A variable, Chairs which needs to be able to hold the number of chairs in a

room, eg. 35	 (1)
f) A variable, Code which needs to be able to hold the state and postcode

number, eg. Q 4380 or NSW 2415 	 (1)
g) A variable, Subjects which needs to be able to hold the names of all Board

subjects at once. The are 45 Board subjects and the longest name is
'Information Processing and Technology'. 	 (1)

h) A variable, IPTresults which is a text file containing results.	 (1)

Question 2	 (2a)

Given that Ord(' a') = 97, evaluate:
a) Ord('e')
b) Chr(105)
c) Succ('c')
d) Pred('d')
e) Val(102)

Page 1 of 4 pages
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Question 3	 (11a)

Show the value of the following Pascal statements given the variable values
shown:
count	 value	 index	 name
21.6	 37	 7	 Monkey

a) value mod index	 (1)

b) value div index	 (1)
c) Trunc(count)	 (1)
d) Round(count)	 (1)
g) 35 + 10 / 5 - 2 * 4	 (1)
h) 5 * (4 + 6) - 7	 (1)
i) Sqr(5 * Sqrt(9) - Sqrt(49)) 	 (1)
j) Not(Sqrt(100) < 2000)	 (1)
k) (5 > 3) AND (Chr(100) = 'd') 	 (1)
I)	 (Not(True)) OR (Sqr(3) < 2)	 (1)
m)	 Copy(name,2,3)

Question 4	 (3a)

a) What is the essential difference between a REPEAT-UNTIL and a WHILE-
DO loop?
	 (1)

b) Replace the following Pascal code with
i) a nested IF THEN ELSE
ii) a CASE statement

if choice = 'A' then writeln('Apple');
if choice = 'B' then writeln('Bear');
if choice = 'C' then writeln('Cat');

	 (2)

Question 5	 (5a)

Write a procedure to sort the array of students into ascending order of OP. The
type and variable declarations are shown below:

Type person = record
name : string[25];
school : string[20];
OP : integer;

end;

var	 students : array[ 1..100] of person;

Page 2 of 4 pages
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Question 6	 (12a)
a) Describe the three ages of computer languages.	 (3)

b) What are two advantages of Object Oriented Programming (OOP)? Give a
brief explanation of each of the advantages you nominate.	 (2)

c) Rewrite the following program using OOP:	 (4)

Program Circle;
Uses CRT;
Var radius : real

Procedure Initialise;
Begin

ClrScr;
Write('What is the radius');
Readln(radius);

End;

Procedure Area;
Begin

Writeln('The area = ',3.14*radius*radius);
End;

BEGIN	 {of the main program}
Initialise;
Area;

END.

d) Extend the program, using inheritance, to also calculate the circumference.
(Circumference = 2*3.14*radius). 	 (3)

Question 7	 (12a)
Write the method AddMovie. The method should allow a user to add data about
a new movie to the file. The type and variable declarations are shown below:

Type Movies = Object
id	 : integer;
title	 : string[25];
type : string[15];
Procedure MenuChoice;
Procedure WriteToFile;
Procedure ReadTheFile;
Procedure AddMovie;
Procedure DeleteMovie;

end;
Var MoviesRecords : Array[ 1..1000] of Movies;

MoviesAction : Movies;	 Page 3 of 4 pages
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Question 8	 (4p)

Write a program which will accept a sentence that has been entered in a mixture
of uppercase and lowercase letters. The program should then report the
frequency of each of the vowels in the sentence.

For example, if the program was given the sentence, 'On Earth, England is
opposite Australia', the output would be:

Vowel	 Frequency
A	 5
E	 3
I	 3
0	 3
U	 1

Question 9	 (6[3)

A simple way of encrypting a message is to shift each letter two places along.
For example, the letter 'A" becomes 'C', the letter 'B' becomes 'D', the letter 'C'
becomes 'E', the letter 'Y' becomes 'A' and the letter 'Z' becomes 'B'. Assume
that all letters are in uppercase in this question.

Encrypting the word 'PLAY' produces 'RNCA'
Decrypting 'RNCA' produces 'PLAY'

a) Plan a procedure to encrypt a message.
b) Plan a procedure to decrypt a message.
c) Write a program which allows an operator to choose between encrypting

and decrypting a message.

Question 10	 (1 op)

A textfile has been sorted and stored on a disk. It contains a list of names
sorted alphabetically. A new file is required, sorted in the opposite order.

The number of names in the file does not exceed 150, but could be less.

Using an array to reverse the order of the names, write a Pascal program which
would read this file, count the number of names, and create the new file in
reverse order.

N.B. There should be no blank lines at the beginning of the new textfile,
regardless of the length of the original textfile.

Page 4 of 4 pages
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Appendix C	 Object-oriented 'Athletics records' code with attached interface.

Program SHSSAthleticsRecords;
{***********************************************4******************A}
{ Definition of the problem
{ The sports master wants a computer program to store the school's }
{ athletics records. There are 120 events as shown on the attached }
{ list. Records stored in the file RECORDS.DAT. 	 }
{ Sample data is shown below. 	 }

Event:	 U14 Girls 100m	 1

Record:	 13.0s	 1

Record holder:	 K Perry	 1
Record date:	 1977	 1

House:	 Withers

1
{ Specification of the solution 	 }
{ The solution will provide the operator with five choices
1	 1	 Create a file of athletics records	 1

2	 Alter a record	 1
3	 List all records	 1

1	 4	 Sort records by holder name 	 1
{	 Q	 Quit the program	 }

*	 * * * * * *	 * * * * * * * * *	 *	 * * * * * * *	 * * * *	 *	 * * * * *

Uses Crt, Printer, Dos,
TOTMENU, TOTFAST, TOTMSG, TOTI01, TOTIO2,
TOTLOOK, TOTLIST, TOTSTR;

Const max no events - 20;_ _

Type Athletics = Object
event	 : string[15];
records	 : string[15];
holder : string[15];
date	 : integer;
house	 : string[7];
choice	 : byte;
Procedure Initialize;
Procedure MenuChoice;
Procedure WriteToFile;
Procedure ReadTheFile;
Procedure CreatelnitialFile;
Procedure AlterRecord;
Procedure ListRecords;
Procedure SortRecords;

end;



Var AthleticsRecord : array[1..max no_events] of Athletics;
AthleticsAction : Athletics;
numberofrecords : integer;

- Athletics Methods 	 1
Procedure Athletics. Initialize;
{This method initializes the screen, menu, window look}
begin

Screen.Attrib(1,1,80,25,23);
ShadowTOT^.SetShadowStyle(DownRight,Black,");
Lo0kTOTA.SetMenu(23,30,19,78,79,30,31,9);
LookTOT^.SetWindow(23,31,19,30);

end; {of the method Athletics.Initialize}

Procedure Athletics.MenuChoice;
{This method allows the user to make a menu choice}
Var main : MenuObj;
begin

Screen.Clear(lightgray,chr(177));
main.init;

main.Addltem(");
main.AddFullltem(' - C - reate file	 ',1,67,'Caution-creates a new file',nil);
main.AddFullItem(' - A - lter a record ',2,65,'Change a record',nil);
main.AddFullltem(' - 1.. - ist all records',3,76,'Show all records',nil);
main.AddFullltem(' - S - ort records	 ',4,83,'Sort records by holder name',nil);
main.AddFullltem(' - Q - uit	 ',5,81 ,'Quit the program',nil);
main.Addltem(");
main.SetStyleTitle(1,' Main Menu ');
Choice := main.Activate;
main.Done;

end;	 {of the method MenuChoice}

Procedure Athletics.WriteToFile;
{This method writes the athletics records to the file records.dat}
Var RecordsFile : text;

number	 : integer;
Begin

Assign(RecordsFile, 'records.dat');
Rewrite(RecordsFile);
for number := 1 to numberofrecords do begin

Writeln(RecordsFile, AthleticsRecord[number].event);
Writeln(RecordsFile, AthleticsRecord[number].records);
Writeln(RecordsFile, AthleticsRecord[number].holder);
Writeln(RecordsFile, AthleticsRecord[number].date);
Writeln(RecordsFile, AthleticsRecord[number].house);

end;
Clcse(RecordsFile);

End; {of the method WriteToFile}
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Procedure Athletics.ReadTheFile;
{This method reads the athletics records data from the file}
Var RecordsFile : text;

number	 : integer;

Begin
Assign(RecordsFile,'records.dat');
Reset(RecordsFile);
number := 0;
While not EoF(RecordsFile) do begin

number := number + 1;
Readln(RecordsFile, AthleticsRecord[number].event);
Readln(RecordsFile, AthleticsRecord[number].records);
Readln(RecordsFile, AthleticsRecord[number].holder);
Readln(RecordsFile, AthleticsRecord[number].date);
Readln(RecordsFile, AthleticsRecord[number].house);

end;
numberofrecords := number;
Close(RecordsFile);

End; {End of the method ReadTheFile}

Procedure Athletics.CreateInitialFile;
{ This procedure creates the initial file of athletics records }
Var ListWin : ListArrayObj;

number, selected : integer;
more : char;
nomoreneeded	 boolean;
items : array[1..max_no_events] of string[15];
events, rec, holders, houses : StringIOOBJ;
dates : IntIOOBJ;
keys : ControlKeysIOOBJ;
manager : FormOBJ;
MsgWin : PromptOBJ;
result, ActionCode : tAction;

Begin
number := 0;
Repeat

number := number + 1;
Screen.Clear(lightgray,chr(177));

Screen.WriteCenter(25,yellow,'Press TAB to switch fields. Press F10 to end.');
Screen.TitledBox(25,7,55,18,23,30,31,1,' Enter record data ');
events.Init(35,9,15);
events.SetLabel('Event');
rec.Init(35,11,15);
rec.SetLabel('Record');
holders.Init(35,13,15);
holders.SetLabel('Holder');
dates.Init(35,15,4);
dates.SetLabel('Date');
houses.Init(35,17,15);
houses.SetLabel('House');
keys.init;
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manager.init;
manager.AddItem(keys);
manager.AddItem(events);
manager.AddItem(rec);
manager.AddItem(holders);
manager.AddItem(dates);
manager.AddItem(houses);
result := manager.go;
AthleticsRecord[number].event := events.getvalue;
AthleticsRecord[number].records := rec.getvalue;
AthleticsRecord[number].holder := holders.getvalue;
AthleticsRecord[number].date := dates.getvalue;
AthleticsRecord[number].house := houses.getvalue;

Screen.Clear(lightgray,chr(177));
MsgWin.Init(1,' Message ');
MsgWin.AddLine(");
MsgWin.AddLine('Do you want to enter another record?');
MsgWin.AddLine(");
MsgWin.SetOption(1,' -Y-es ',89,Stopl);
MsgWin.SetOption(2,' -N-o ',78,Stop2);
ActionCode := MsgWin.Show;
MsgWin.done;
nomoreneeded := (ActionCode 	 Stop2);

Until nomoreneeded;
numberofrecords := number;
WriteToFile;

end; { End of the method CreatelnitialFile }

Procedure Athletics .AlterRecord;
{This method allows an atheletics record to be changed}
Var. ListWin : ListArrayObj;

number, selected : integer;
items : array[1..max no events] of string[15];
events, rec, holders, houses : StringIOOBJ;
dates : IntIOOsBJ;
keys : ControlKeysIOOBJ;
manager : FormOBJ;
result : tAction;

Begin
selected :- 0;
Screen.Clear(lightgray,chr(177));

Screen.WriteCenter(25,yellow,'Press enter to select. Press F10 to end.');
Athletics.ReadTheFile;
for number := 1 to numberofrecords do
items[number] := AthleticsRecord[number].event;

ListWin.Init;
ListWin.AssignList(items,numberofrecords,15,true);
ListWin.Win^.SetSize(25,7,55,18,2);
ListWin.Win^.SetTitle(' Records ');
ListWin.SetColWidth(0);
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ListWin.Go;
for number := 1 to numberofrecords do
if ListWin.GetStatus(number,O) then selected := number;

ListWin.Done;
Screen.Clear(lightgray,chr(177));
Screen.WriteCenter(25,yellow,'Press TAB to switch fields. Press F1() to end.');
Screen.TitledBox(25,7,55,18,23,30,31,1,' Change the record ');
events.Init(35,9,15);
events.SetLabel('Event');
events.SetValue(AthleticsRecord[selected].event);
rec.Init(35,11,15);
rec.SetLabel('Record');
rec.SetValue(AthleticsRecord[selected].records);
holders.Init(35,13,15);
holders.SetLabel('Holder');
holders.SetValue(AthleticsRecord[selected].holder);
dates.Init(35,15,4);
dates.SetLabel('Date');
dates.SetValue(AthleticsRecord[selected].date);
houses.Init(35,17,15);
houses.SetLabel('House');
houses.SetValue(AthleticsRecord[selected].house);
keys.init;
manager.init;
manager.Addltem(keys);
manager.AddItem(events);
manager.AddItem(rec);
manager.AddItem(holders);
manager.Addltem(dates);
manager.Addltem(houses);
result := manager.go;
AthleticsRecord[number].event := events.getvalue;
AthleticsRecord[number].records := rec.getvalue;
AthleticsRecord[number].holder := holders.getvalue;
AthleticsRecord[number].date := dates.getvalue;
AthleticsRecord[number].house := houses.getvalue;
WriteToFile;

end; (Of the method AlterRecord}

Procedure Athletics.ListRecords;
{This method will show each of the stored athletics records}
Var MsgWin	 PromptOBJ;

ActionCode : tAction;
number : integer;

begin
number := 0;
Screen.Clear(lightgray, chr(177));
ReadTheFile;
Repeat

number := number + 1;
Screen.Clear(lightgray, chr(177));
MsgWin.Init(1,' Record number '+ IntToStr(number));
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MsgWin.AddLine(");
MsgWin.AddLine(' Event: '+ AthleticsRecord[number].event);
MsgWin.AddLine(' Record: '+ AthleticsRecord[number].records);
MsgWin.AddLine(' Name: '+ AthleticsRecord[number].holder);

MsgWin.Addline(' Year: ' + IntToStr(AthleticsRecord[number].date));
MsgWin.AddLine(' House: 	 '+ AthleticsRecord[number].house);
MsgWin.AddLine(");
MsgWin.SetOption(1,' -N--ext ',88,Finished);
MsgWin.SetOption(2,' -A-bort ',65,Escaped);
ActionCode := MsgWin.Show;
MsgWin.Done;

Until (ActionCode = Escaped) OR (number = numberofreccrds);
end; {of the method ListRecords}

Procedure Athletics.SortRecords;
{This method will sort the records in alpha order of holder name}
Var MsgWin : PromptOBJ;

ActionCode : tAction;
had=ochange : boolean;
eventtemp,recordstemp,holdertemp,housetemp	 string[15];
datetemp, number : integer;
no : string[2];

begin
Screen.Clear(lightgray, chr(177));
ReadTheFile;
Repeat

hadtochange := false;
for number := 1 to (numberofrecords - 1) do

if AthleticsRecord[number].holder > AthleticsRecord[number + 1 ].holder then
begin

eventtemp := AthleticsRecord[number].event;
recordstemp := AthleticsRecord[number].records;
holdertemp := AthleticsRecord[number].holder;
datetemp := AthleticsRecord[number].date;
housetemp := AthleticsRecord[number].house;

AthleticsRecord[number].event : = AthleticsRecord[number -F 1 ].event;
AthleticsRecord[number].records : = AthleticsRecord[number + 1].records;
AthleticsRecord[number].holder : = AthleticsRecord[number + 1].holder;
AthleticsRecord[number].date : = AthleticsRecord[number + 1].date,
AthleticsRecord[number].house : = AthleticsRecord[number + 1].house;
AthleticsRecord[number+1].event := eventtemp;
AthleticsRecord[number+1].records := recordstemp;
AthleticsRecord[number+1].holder := holdertemp;
AthleticsRecord[number+1].date := datetemp;
AthleticsRecord[number+1].house := housetemp;
hadtochange := true;

end;	 {of the if}
Until hadtochange = false;
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number := 0;
Repeat

number := number + 1;
str(number,no);
Screen.Clear(lightgray, chr(177));
MsgWin.Init(1,' Record number '+ no);
MsgWin.AddLine(");
MsgWin.AddLine(' Event: '+ AthleticsRecord[number].event);
MsgWin.AddLine(' Record: '+ AthleticsRecord[number].records);
MsgWin.AddLine(' Name: '+ AthleticsRecord[number].holder);

MsgWin.Addline(' Year: ' + IntToStr(AthleticsRecord[nunnbed.date));
MsgWin.AddLine(' House:	 '+ AthleticsRecord[number].house);
MsgWin.AddLine(");
MsgWin.SetOption(1,' --N-ext ',88,Finished);
MsgWin.SetOption(2,' -Abort ',65,Escaped);
ActionCode := MsgWin.Show;
MsgWin.Done;

Until (ActionCode = Escaped) OR (number = numberofrecords);
end; { of the method Athletics.SortRecords}

End of the Athletics Methods 	 	 1

BEGIN {of the main program}

Repeat
AthleticsAction.lnitialize;
AthleticsAction.MenuChoice;
case AthleticsAction.choice of 1 : AthleticsAction.CreatelnitialFile;

2: AthleticsAction.AlterRecord;
3: AthleticsAction.ListRecords;
4: AthleticsAction.SortRecords;

end; {of the case}
Until AthleticsAction.choice = 5;

END. {of the main program}
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Procedural 'Athletics records' code with attached interface.

Program SHSSAthleticsRecords;
f*******************************************************************1
{ Definition of the problem	 }
{ The sports master wants a computer program to store the school's }
{ athletics records. There are 120 events as shown on the attached }
{ list. Records stored in the file RECORDS.DAT.
{ Sample data is shown below.

Event:	 U14 Girls 100m
Record:	 13.0s
Record holder:	 K Perry
Record date:	 1977
House:	 Withers

{ Specification of the solution
{ The solution will provide the operator with five choices

1	 Create a file of athletics records
2	 Alter a record
3	 List all records
4	 Sort records by holder name

Quit the program
* * -A- * * 4- * * * * -k	 -k -A- * -A- * *	 * * -k * * * * -A- 4,- * * * *	 * * -k * * * * * *	 4- 4- * -A- * * * 4- 4- 4- }

Uses Crt, Printer,
DIRTTT5, STRNTTT5, LISTTTT5, FASTTTT5,	 {TTT Toolkit Units}
WINTTT5, KEYTTT5, MENUTTTE, IOTTT5, MISSCTTT5; {TTT Toolkit Units}

Const Max no events = 20;

Type Athletics = record
event	 : string[15];
records : string[15];
holder	 : string[15];
date	 : string[4];
house	 : string[7];

end; {of record declaration}

Var AthleticsRecord : array [1..max_no_events] of AthLetics;
choice, numberofrecords : integer;
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Procedure MenuChoice;
Var AthleticsMenu : Menu Record;
begin

ClrScr;
FiliScreen (1,1,80,25,LightGray,blue,chr(177));
Menu_ Set(AthleticsMenu);
With AthleticsMenu do begin

Headingl	 := 'Athletics Records';
Heading2	 := 'Main Menu';
Topic[1]	 := 'Create an athletics file';
Topic[2]	 := 'Alter a record';
Topic[3]	 := 'View the records';
Topic[4]	 :=	 'Sort records';
Topic[5]	 :=	 'Quit';
TotalPicks	 := 5;

AddPrefix	 := 4;	 {Highlights the first letter}
TopLeftXY[1] := 0;	 {Menu is centre of x axis}
TopLeftXY[2] := 5;	 {Menu starts on fifth line down}
Margins	 := 3;	 {No of spaces between border and items}

end;
choice := 1;
DisplayMenu(AthleticsMenu,false,choice,retcode);

end;

Procedure WriteTo File;
Var RecordsFile : text;

number	 : integer;
begin

Assign(RecordsFile, 'RECORDS.DAT');
Rewrite(RecordsFile);
for number := 1 to numberofrecords do begin

Writeln(RecordsFile, AthleticsRecord[number].event);
Writeln(RecordsFile, AthleticsRecord[number].records);
Writeln(RecordsFile, AthleticsRecord[number].holder);
Writeln(RecordsFile, AthleticsRecord[number].date);
Writeln(RecordsFile, AhtleticsRecord[number].house);

end;
Close(RecordsFile);

End; {of the procedure WriteToFile}

Procedure ReadTheFile;
Var RecordsFile : Text;

number	 : integer;
Begin

Assign(RecordsFile,'records.dat');
Reset(RecordsFile);
number := 0;
While not EOF (RecordsFile) do begin

number := number + 1;
Readln(RecordsFile, AthleticsRecord[number].event);
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Readln(RecordsFile, AthleticsRecord[number].records);
Readln(RecordsFile, AthleticsRecord[number].holder);
Readln(RecordsFile, AthleticsRecord[number].date);
Readln(RecordsFile, AhtleticsRecord[number].house);

end;
numberofrecords := number;
Close(RecordsFile);

End; {End of the procedure ReadTheFile}

Procedure CreateFile;
Var number : integer;
begin

number := 0;
Repeat
number := number + 1;
FillScreen(1,1,80,25,LightGray,Blue,chr(177));
FBox(25,7,53,17,Yellow,Blue,2);
WriteAt(30,9,White,Blue,'Event No: '+ Int to Str(number));
WriteAt(27,11,White,Blue,'Event :');
WriteAt(27,12,White,Blue,'Record:');
WriteAt(27,13,White,Blue,'Holder:');
WriteAt(27,14,White,Blue,'Year	 :');
WriteAt(27,15,White,Blue,'House :')
WriteAt(20,1,Yellow,Blue,

'Press F10 to complete input.Esc to quit.');
Create Tables(1);_
Create Fields(5);	 {create 5 input fields}
Add Fi-eld(1,5,2,5,2,36,11);
String Field(1,AthleticsRecord[number].event,'***************');
Add Field(2,1,3,1,3,36,12);
String Field(2,AthleticsRecord[number].records,1***************');
Add Field(3,2,4,2,4,36,13);
String Field(3,AthleticsRecord[number].holder,'***************');
Add Field(4,3,5,3,5,36,14);
String Field(4,AthleticsRecord[number].date,'***');
Add Field(5,4,1,4,1,36,15);
String Field(5,AthleticsRecord[number].house,'*******');
Activate-Table(1);
Process _Input(1);	 {allow the user to input data}
Dispose Fields;
Dispose Tables;

Until (number = numberofrecords) OR (GetKey = #27);
WriteToFile;

end; lend of the procedure CreatelnitialFile }

Procedure AlterRecord;
{This procedure allows an athletics record to be changed}
Var events : array[1..max_no events] of string[15];

counter, number : integer;
begin

ReadThe File;
for counter := 1 to numberofrecords do
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events[counter] := AthleticsRecord[counter].event;
FillScreen(1,1,80,25,LightGray,Blue,Chr(177));
LTTT.End Chars := [#13];
LTTT.BoxFcol := Cyan
Show List(events,15,numberofrecords);
number := L Pick;
FillScreen(1,1,80,25,LightGray,Blue,chr(177));
FBox(25,7,53,17,Yellow,Blue,2);
WriteAt(30,9,White,Blue,'Event No: '+ Int_to_Str(number));
WriteAt(27,11,White,Blue,'Event :');
WriteAt(27,12,White,Blue,'Record:');
WriteAt(27,13,White,Blue,'Holder:');
WriteAt(27,14,White,Blue,'Year	 :');
WriteAt(27,15,White,Blue,'House :');
WriteAt(20,1,Yellow,Blue,

'Press F10 to complete input.Esc to quit.');
Create Tables(1);_
Create Fields(5);	 {create 5 input fields}
Add Fi-eld(1,5,2,5,2,36,11);
String Field(1,AthleticsRecord[number].event,'***************');
Add Field(2,1,3,1,3,36,12);
String_Field(2,AthleticsRecord[number].records,1***************');
Add Field(3,2,4,2,4,36,13);
String Field(3,AthleticsRecord[number].holder,'***************');
Add Field(4,3,5,3,5,36,14);
String Field(4,AthleticsRecord[number].date,'****');
Add Field(5,4,1,4,1,36,15);
String Field(5,AthleticsRecord[number].house,1*******1);
Activate-Table(1);
Process _Input(1);	 {allow the user to input data}
Dispose Fields;
Dispose Tables;
If GetKey <> #27 then WriteToFile;

end; {of the procedure AlterRecord}

Procedure ShowRecords;
{This procedure will show each of the stored athletics records}
Var number : integer;

begin
FillScreen(1,1,80,25,LightGray,Blue,chr(177));
number := 0;
Repeat
number := number + 1;
WriteAt(20,1,Yellow,Blue,

'Press enter for next record. Esc to quit');
MkWin(25,9,55,19,Yellow,Blue,7);
WriteAt(33,11,Yellow,Blue,'Event No: '+ Int_to Str(number));
WriteAt(28,13,White,Blue,'Event 	 : '+

AthleticsRecord[number].event);
WriteAt(28,14,White,Blue,'Record	 '+

AthleticsRecord[number].records);
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WriteAt(28,15,White,Blue,'Holder	 : '+
Athleticsrecord[number].holder);

WriteAt(28,16,White,Blue,'Date	 : '+
AthleticsRecord[number].date;

WriteAt(28,17,White,Blue,'House	 : '+
AthleticsRecord[number].house);

Until (number = numberofrecords) OR (GetKey = #27);
end; {of the procedure ShowRecords}

Procedure SortRecords;
{This procedure will sort the records in alpha order of holder name}
Var number	 : integer;

hadtochange : boolean;
eventemp,recordstemp,holderstemp,housetemp : stririg[15];
datetemp : string[4];

begin
ClrScr;
ReadTheFile;
Repeat
hadtochange := false;
for number := 1 to (numberofrecords - 1) do
if AthleticsRecord[number].holder >

AthleticsRecord[number+1].holder then begin
eventtemp := AthleticsRecord[number].event;
recordstemp :=AthleticsRecord[number].records;
holdertemp := AthleticsRecord[number].holder;
datetemp := AthleticsRecord[number].date;
housetemp	 AthleticsRecord[number].house;
AthleticsRecord[number].event :=

AthleticsRecord[number+1].event;
AthleticsRecord[number].records :=

AthleticsRecord[number+1].records;
Athleticsrecord[number].holder :=

AthleticsRecord[number+1].holder;
AthleticsRecord[number].date := AthleticsRecord[number+1].date;
AthleticsRecord[number].house :=

AthleticsRecord[number+11.house;
AthleticsRecord[number+1].event := eventtemp;
AthleticsRecord[number+1].records := recordstemp;
AthleticsRecord[number+1].holder := holderstemp;
AthleticsRecord[number+1].date := datetemp;
Athleticsrecord[number+1].house :=housetemp;
hadtochange := true;

end;
Until hadtochange = false;
ShowRecords;

end; [of the procedure SortRecords}



BEGIN {of the main program}
Repeat

MenuChoice;
case choice of 1 : CreateFile;

2 : AlterRecord;
3 : begin

ReadTheFile;
ShowRecords;

end;
4 : SortRecords;

end;	 {of the case}
Until (choice = 5);

END. {of the main program}
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Appendix D	 Programming Achievement Instruments.

Conditions and Assumptions:

1. Assume that the procedures WriteToFile and ReadTheFile have been
written to use the following data structures.

2. The handouts explaining toolkit procedures may be used during this test.

Program PropertyRentals.{ 4 4- 4-	 *	 *	 * -A- *	 -A- '4c'	 *	 * -k	 4- 4- 4- -A- -A- -k 	 -A. -A- 4. -A- 	*	 * -A- 4- -A. *	 * * *	 *	 * * * *	 *	 *	 * *

{ Definition of the problem 	 }
{A real estate agent wants a computer program to monitor
{house rentals in Stanthorpe. The real estate agent has 54 }
{houses listed at the moment. It is unlikely that the number}
{of rental properties would exceed 150. Sample data is shown}
{below.	 }
{	 }
{ Specification of the solution	 }
{ The solution will provide the operator with five choices 	 }

1

1	 Create a file of rentals (RENTALS.DAT)	 }
2	 Alter details (chosen on address)
3	 Show each rental stored in the file	 }
4	 Display each unrented property
5	 Quit the program

{**** * ******** * ******* * ******* * ******* * ******** * ******* * *****}
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Use the following data structure:

Program PropertyRentals;

Uses Crt,DIRTTT5,STRNTTT5,LISTTTT5,FASTTTT5,WINTTT5,
KEYTTT5,MENUTTT5,10TTT5,MISCTTT5;

Const maxrentals = 150;

Type Rentals = record
address : string[15];
style : string[10];
rent	 : string[4];
tenant : string[10];

end; {of record declaration}

Var RentalRecord : array[1..maxrentals] of Rentals;
choice, numberlisted : integer;

Sample data

Address 2/17 Lock St 11 College Rd
Style 3 bed unit 2 bed brick
Rent $120 $95
Tenant Gunn,Les

3/87 High St 21 Bridge St 18 McGlew St
2 bed unit 3 bed brick 4 bed Brick
$105 $100 $180
Ross,Lyn Orson,Bill
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Conditions and Assumptions:

1. Assume that the procedures WriteToFile and ReadTheFile have been
written to use the following data structures.

2. The handouts explaining toolkit procedures may be used during this test.

Program PropertyRentals;
-k•	 * *	 * *	 * * * -k	 * * * *	 * * * * *	 *	 *	 *	 * * -k -k	 * -k -k *

{ Definition of the problem	 }
	{A real	 estate agent wants a computer program to monitor 	 }

{house rentals in Stanthorpe. The real estate agent has 54 }
{houses listed at the moment. It is unlikely that the number}
{of rental properties would exceed 150. Sample data is shown}

	

{below.	 }

{ Specification of the solution
{ The solution will provide the operator with five choices

	

1	 Create a file of rentals (RENTALS.DAT)

	

2	 Alter details (chosen on address)

	

3	 Show each rental stored in the file

	

4	 Display each unrented property

	

5	 Quit the program

	

-k	 * -k-	 * * -A- -k * * -k	 * * -k	 -k * *	 -k *	 --k * * * * * -k -k * -k * -4c * * -k * * }
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Use the following data structure:

Program PropertyRentals; { $D-,L-,R-,V-}

Uses Crt, Printer, Dos, TOTMENU, TOTFAST, TOTMSG, TOTI01,
TOTIO2, TOTLOOK, TOTLIST, TOTSTR, TOTINPUT;

Const maxrentals = 1 50;

Type Rentals = Object
address : string[1 5];
style	 : string[1 5];
rent	 : string[4];
tenant : string[1 5];
choice : byte;
Procedure MenuChoice;
Procedure WriteToFile;
Procedure ReadTheFile;
Procedure CreateFile;
Procedure AlterRecord;
Procedure ListRecords;
Procedure ShowVacants;

end;

Var RentalRecord : array[1..maxrentals] of Rentals;
RentalAction : Rentals;
numberlisted : integer;

Sample data

Address 2/17 Lock St 11 College Rd
Style 3 bed unit 2 bed brick
Rent $120 $95
Tenant Gunn,Les

3/87 High St 21 Bridge St 18 McGlew St
2 bed unit 3 bed brick 4 bed Brick
$105 $100 $180
Ross,Lyn Orson,Bill

1 26
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Appendix E	 Attitude to(wards) Programming Instrument.

The following statements are intended to measure attitudes towards
programming, and in particular, attitude towards liking, usefulness and difficulty
of programming.

Please indicate whether you strongly agree (SA), agree (A), unsure (U), disagree
(0) or strongly disagree (SD) with each of the following statements.

S
D

D U A S
A

1 I hate the thought of writing programs

2 Writing programs is good fun

3 I have no idea why other people like to write programs

4 Writing programs is boring

5 I really enjoy the challenge of writing programs

6 I would like to do more programming after year 12

7 Of all the IPT topics, I hate programming most

8 I really enjoy programming

9 I hate programming

10 I find programming really interesting

11 Writing programs is simple

12 Programming is easy to understand

13 Every program I write has errors

14 It is easy to get a program to work on the computer

15 I can't understand why people have trouble programming

16 I could teach a Year 8 how to write programs

17 Programming is difficult

18 Everyone benefits from programming

19 Programming is a load of crap

20 There is no need whatsoever to learn to program

21 My parents didn't have to learn programming, so why should I?

22 Why learn programming? I will get by without knowing how to
program.

23 The programs we write are no use to anyone

24 Programming is a waste of time
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